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I. INTRODUCTION

In permissionless blockchains with open membership, de-
nial of service (DoS) attacks remain a fundamental threat. In
such attacks, an adversary can excessively consume blockchain
services without being held accountable. Although extensive
protocols have been proposed to mitigate various forms of DoS
(e.g., Sybil resistance through mining protocols [1]-[3], and
execution fees to deter resource-exhausting smart contracts [4],
[5]), securing a blockchain system against DoS attacks remains
an open problem. This gap arises due to undefined behaviors
and the wide divergence between protocol design and real-
world implementation.

One particularly vulnerable component that has received
limited attention from protocol designers is mempool. On each
blockchain node, the mempool stores unconfirmed transac-
tions before they are processed by downstream services such
as mining or transaction propagation. A successful denial
of mempool service can cascade into broader disruptions,
including preventing validators from including transactions
in blocks. As shown in recent work [6], such attacks can
cause validators to produce empty blocks, resulting in global
network degradation. The only known Ethereum mempool
DoS attacks, namely DETER attacks, were discovered through
manual code inspection [6], indicating a lack of systematic
tools for exposing these vulnerabilities.

Problem Statement: In this work, we tackle the automatic
exploit generation for understanding Ethereum mempool DoS
security. While manual efforts have found isolated issues, there
is no systematic framework to comprehensively and efficiently
explore the space of potential mempool DoS attacks. Auto-
matic exploit generation is essential for enabling Ethereum
developers to proactively test their clients offline and for
defenders to build more effective online detection mechanisms.

To this end, we define a specific class of mempool DoS
attacks, which we call Asymmetrical DeniAl of Mempool Ser-
vice (ADAMS). In these attacks, the adversary aims to fill the
victim’s mempool with crafted transactions at a significantly
lower cost than the cost incurred by the displaced or rejected
victim transactions. The asymmetry in cost makes such attacks
particularly dangerous and cost-effective for the adversary.
Threat Model: We assume an ADAMS attacker controls a
node in the Ethereum network and connects to several normal
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nodes, selecting a specific one as the victim. The attacker
aims to disable the mempool service of the victim node by (1)
evicting existing transactions and (2) occupying the mempool
to block new transactions. As demonstrated in prior work [6],
attackers can select high-value victims, such as nodes offering
RPC services or mining pool infrastructure, to maximize
the impact. Importantly, an ADAMS attack is considered
successful only when the attacker achieves mempool denial at
a cost significantly lower than that of the victim transactions
displaced or prevented from entering.

II. APPROACH

A. Design Rationale and Overview
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Fig. 1. Workflow overview of attack discovery

Given an Ethereum client, our goal is to generate crafted
transaction sequences that cause successful ADAMS attacks
on the mempool. Exhaustively searching the vast input space
(e.g., 25120 in Geth) is impractical. To address this, we propose
a two-level framework: (1) discover abstract attack patterns
via model checking on a simplified mempool model; and (2)
concretely validate and mutate them against real clients.

B. Step 1: Find Patterns by Model Checking
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Fig. 2. Checking the mempool model by exploring transactions.

We construct a lightweight mempool model that captures
key admission rules shared across Ethereum clients, such as
transaction replacement and fee-based eviction. The model
operates on Ether-transfer transactions with fixed gas, and all
accounts start with equal balances. Using TLA+ [7], we apply



model checking to explore transaction sequences under two
initial mempool states: one full of normal transactions, and
one empty.

We define safety using three assertions: at least one original
transaction should remain, the total fee value should remain
high, or new normal transactions should still be accepted. A
violation of all three indicates a successful ADAMS attack
pattern.

From this process, we discover nine distinct attack patterns.
Four of them evict existing transactions from a full mempool,
including ED1 to ED4. The remaining five lock an initially
empty mempool to decline subsequent valid transactions,
including LD1 to LDS5. These patterns cover different design
choices: directly using invalid transactions, using valid ones
that later become invalid, or using valid low-fee transactions
strategically. Notably, seven of these patterns are new and were
previously unknown in the literature.

C. Step 2: Concrete Exploit Generation

To validate these attack patterns on real Ethereum clients,
we develop a concrete exploit generation algorithm as shown
in Figure 3. The algorithm takes as input a discovered pattern
and a target client, then adaptively mutates implementation-
specific knobs, such as how transactions are grouped into
messages or which accounts are used.
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Fig. 3. Workflow of concrete exploit generation

It iteratively constructs candidate traces and replays them
against the client’s mempool, checking whether the result
satisfies one of two success conditions: (1) the mempool evicts
legitimate transactions while retaining only low-cost attacker
transactions, or (2) the mempool locks out all new transactions
and holds only attacker-crafted ones.

To efficiently search the space, we use a depth-first strategy.
If a partial trace makes progress, such as causing a new
eviction, the algorithm continues; otherwise, it backtracks
and tries a different setting. This approach allows us to
synthesize practical ADAMS exploits that are both effective
and implementation-aware.

III. ATTACK EVALUATION

We evaluate the effectiveness of the discovered ADAMS
attacks using both local networks and the Ethereum Rinkeby

testnet. We measure success by how much the attack disrupts
the inclusion of normal transactions in blocks, and how much
Ether the attacker spends per disrupted block.

On the Rinkeby testnet, we launch an ED4 attack using
over 6,000 crafted transactions sent from an attacker node to
the public network. These transactions successfully propagate
to over 90 percent of the testnet nodes. Figure 4 shows
an Etherscan screenshot of the blocks generated during the
attack. Gas usage in these blocks drops sharply from normal
levels (above 8.9 percent) to as low as 0.34 percent. The
first block includes mostly attacker replacement transactions,
while the next two blocks remain underutilized and carry a
mix of attacker and normal transactions. Notice that in our
experiments, we didn’t target our attacks to the top miner
nodes as the existing DETER attacks entail.
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Fig. 4. Etherscan screenshot of the blocks generated during the attack on
Rinkeby
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