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Does Not Scale !!!
Our Analysis Goals

1. Compute guess numbers efficiently
2. Configure guessing method systematically
Outline

● State of the art
● How software password-cracking tools work
● Our efficient techniques for guess numbers
● Our techniques for systematic configuration
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# Mangled Wordlist Attack

## Wordlist

<table>
<thead>
<tr>
<th>Super</th>
</tr>
</thead>
<tbody>
<tr>
<td>Password</td>
</tr>
<tr>
<td>Chicago</td>
</tr>
</tbody>
</table>

## Rulelist

1. Append “1”
2. Replace “a” → “4”
3. Lowercase all
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## Example Wordlists and Rulelists

<table>
<thead>
<tr>
<th>Wordlist</th>
<th>Rulelist</th>
</tr>
</thead>
<tbody>
<tr>
<td>PGS ($\approx 20,000,000$)</td>
<td>Korelogic ($\approx 5,000$)</td>
</tr>
<tr>
<td>Linkedin ($\approx 60,000,000$)</td>
<td>Megatron ($\approx 15,000$)</td>
</tr>
<tr>
<td>HIBP ($\approx 500,000,000$)</td>
<td>Generated2 ($\approx 65,000$)</td>
</tr>
</tbody>
</table>
# Example Wordlists and Rulelists

<table>
<thead>
<tr>
<th>Wordlist</th>
<th>Rulelist</th>
<th>10^9 - 10^{15} guesses</th>
</tr>
</thead>
<tbody>
<tr>
<td>PGS (≈ 20,000,000)</td>
<td>Korelogic (≈ 5,000)</td>
<td></td>
</tr>
<tr>
<td>Linkedin (≈ 60,000,000)</td>
<td>Megatron (≈ 15,000)</td>
<td></td>
</tr>
<tr>
<td>HIBP (≈ 500,000,000)</td>
<td>Generated2 (≈ 65,000)</td>
<td></td>
</tr>
</tbody>
</table>
## Example Wordlists and Rulelists

<table>
<thead>
<tr>
<th>Wordlist</th>
<th>Rulelist</th>
</tr>
</thead>
<tbody>
<tr>
<td>PGS (≈ 20,000,000)</td>
<td>Korelogic (≈ 5,000)</td>
</tr>
<tr>
<td>Linkedin (≈ 60,000,000)</td>
<td>Megatron (≈ 15,000)</td>
</tr>
<tr>
<td>HIBP (≈ 500,000,000)</td>
<td>Generated2 (≈ 65,000)</td>
</tr>
</tbody>
</table>

+ Hackers’ private word/rule lists

$10^9 - 10^{15}$ guesses
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Insight

We can work backwards!
Insight: Invert Rules
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### Table 1: ALU Function Definitions

<table>
<thead>
<tr>
<th>Name</th>
<th>Function</th>
<th>Description</th>
<th>Example Rule</th>
<th>Note</th>
</tr>
</thead>
<tbody>
<tr>
<td>Nothing</td>
<td></td>
<td>do nothing</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Lower-case</td>
<td>i</td>
<td>Lowercase all letters</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Upper-case</td>
<td>u</td>
<td>Uppercase all letters</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Capitalize</td>
<td>c</td>
<td>Capitalize the first letter and lower the rest of the word</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Insert Capitalize</td>
<td>c</td>
<td>Lowercase first found character, upercase the rest</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Toggle Case</td>
<td>t</td>
<td>Toggle the case of all characters in word.</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Toggle @ N</td>
<td>t</td>
<td>Toggle the case of characters at position N</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Reverse</td>
<td>r</td>
<td>Reverse the entire word</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Duplicate</td>
<td>d</td>
<td>Duplicate entire word</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Duplicate N</td>
<td>pN</td>
<td>Append duplicated word N times</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Reflect</td>
<td>f</td>
<td>Duplicate word reversed</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Rotate Left</td>
<td>l</td>
<td>Rotates the word left</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Rotate Right</td>
<td>r</td>
<td>Rotates the word right</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Append Character</td>
<td>SX</td>
<td>Append character X to end</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Prepend Character</td>
<td>X</td>
<td>Prepend character X from front</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Truncate Left</td>
<td>i</td>
<td>Deletes first character</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Truncate Right</td>
<td>r</td>
<td>Deletes last character</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Delete @ N</td>
<td>D</td>
<td>Deletes character at position N</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Extract Range</td>
<td>x</td>
<td>Extracts characters, starting at position N</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Omit Range</td>
<td>o</td>
<td>Omit characters, starting at position N</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Insert @ N</td>
<td>i</td>
<td>Inserts character X at position N</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Overwrite @ N</td>
<td>o</td>
<td>Overwrites character at position N with X</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Truncate @ N</td>
<td>t</td>
<td>Truncate word at position N</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Replace s@X</td>
<td>s</td>
<td>Replace all instances of X with Y</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Purge @IX</td>
<td>p</td>
<td>Purge all instances of X</td>
<td>p@SSWord</td>
<td></td>
</tr>
</tbody>
</table>

### Table 2: ALU Example Rules

<table>
<thead>
<tr>
<th>Name</th>
<th>Function</th>
<th>Description</th>
<th>Example Rule</th>
<th>Input Word</th>
<th>Output Word</th>
<th>Note</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reject less</td>
<td>&lt;N</td>
<td>Reject plain if their length is greater than N</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject greater</td>
<td>&gt;N</td>
<td>Reject plain if their length is less or equal to N</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject equal</td>
<td>_N</td>
<td>Reject plain of length not equal to N</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject contain</td>
<td>%X</td>
<td>Reject plain if contains a character X</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject not contain</td>
<td>%X</td>
<td>Reject plain if does not contain a character X</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject equal first</td>
<td>(X</td>
<td>Reject plain which does not start with X</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject equal last</td>
<td>(X</td>
<td>Reject plain which does not end with X</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject equals at</td>
<td>=N</td>
<td>Reject plain which do not have char X at position N</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject contains</td>
<td>%NX</td>
<td>Reject plain if contains a character X less than N times</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reject contains</td>
<td>Q</td>
<td>Reject plain where the memory saved matches current word</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Example Rules:**

- `<G>`
- `>8`
- `_7`
- `/e`
- `(h)
- `?t`
- `=1a`
- `%2a`
- `rMrQ`

**Notes:**

- *For palindromes*

---

**Table 3: Bitwise ALU Example Rules**

<table>
<thead>
<tr>
<th>Name</th>
<th>Function</th>
<th>Description</th>
<th>Example Rule</th>
<th>Input Word</th>
<th>Output Word</th>
<th>Note</th>
</tr>
</thead>
<tbody>
<tr>
<td>Swap front</td>
<td>k</td>
<td>Swaps first two characters</td>
<td>k</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Swap back</td>
<td>K</td>
<td>Swaps last two characters</td>
<td>K</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Swap @ N</td>
<td>*NM</td>
<td>Swaps character at position N with character at position M</td>
<td>*34</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Bitwise shift left</td>
<td>L</td>
<td>Bitwise shift left character @ N</td>
<td>L2</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Bitwise shift right</td>
<td>R</td>
<td>Bitwise shift right character @ N</td>
<td>R2</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Ascii increment</td>
<td>+N</td>
<td>Increment character @ N by 1 ascii value</td>
<td>+2</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Ascii decrement</td>
<td>-N</td>
<td>Decrement character @ N by 1 ascii value</td>
<td>-1</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Replace N + 1</td>
<td>N</td>
<td>Replaces character @ N with value at @ N plus 1</td>
<td>.1</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Replace N – 1</td>
<td>N</td>
<td>Replaces character @ N with value at @ N minus 1</td>
<td>.1</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Duplicate block</td>
<td>yN</td>
<td>Duplicates first N characters</td>
<td>y2</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Duplicate block</td>
<td>yN</td>
<td>Duplicates last N characters</td>
<td>y2</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Title</td>
<td>E</td>
<td>Lower case the whole line, then upper case the first letter and every letter after a space</td>
<td>E</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
<tr>
<td>Title w/separat</td>
<td>eX</td>
<td>Lower case the whole line, then upper case the first letter and every letter after a custom separator character</td>
<td>e–</td>
<td>p@SSWord</td>
<td>p@SSWord</td>
<td></td>
</tr>
</tbody>
</table>

**Example Rules:**

- `p@SSWord W0rid`
- `p@SSWord W0rid`
- `p@SSWord W0rid`
- `p@SSWord W0rid`

**Notes:**

- *For palindromes*
*05 O03 d '7

Switch the first and the sixth char;
Delete the first three chars;
Duplicate the whole word;
Truncate the word to length 7;
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- Fast Guess Number Estimation
Fast Guess Number Estimation
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Fast Guess Number Estimation

Linkedin + SpiderLab $\equiv 3.01 \times 10^{14}$ Guesses
Fast Guess Number Estimation

\[
\text{Linkedin + SpiderLab} \equiv 3.01 \times 10^{14} \quad \text{Guesses}
\]

<table>
<thead>
<tr>
<th></th>
<th>Enumeration</th>
<th>Our Approach</th>
</tr>
</thead>
<tbody>
<tr>
<td>Size</td>
<td>~ 3 PB</td>
<td>~ 10 GB</td>
</tr>
</tbody>
</table>
Fast Guess Number Estimation

Linkedin + SpiderLab \( \equiv \) \( 3.01 \times 10^{14} \) Guesses

<table>
<thead>
<tr>
<th></th>
<th>Enumeration</th>
<th>Our Approach</th>
</tr>
</thead>
<tbody>
<tr>
<td>Size</td>
<td>(~ 3 \text{ PB})</td>
<td>(~ 10 \text{ GB})</td>
</tr>
<tr>
<td>Preprocessing</td>
<td>(~ 2 \text{ years})</td>
<td>(~ &lt; 1 \text{ day} )</td>
</tr>
</tbody>
</table>
Fast Guess Number Estimation

Linkedin + SpiderLab $\equiv 3.01 \times 10^{14}$ Guesses

<table>
<thead>
<tr>
<th></th>
<th>Enumeration</th>
<th>Our Approach</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Size</strong></td>
<td>~ 3 PB</td>
<td>~ 10 GB</td>
</tr>
<tr>
<td><strong>Preprocessing</strong></td>
<td>&gt; 2 years</td>
<td>&lt; 1 day</td>
</tr>
<tr>
<td><strong>Mean Lookup</strong></td>
<td>???</td>
<td>&lt; 1 second</td>
</tr>
</tbody>
</table>
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● State of the art
● How software password-cracking tools work
● Our efficient techniques for guess numbers
● Our techniques for systematic configuration
Software Tools Depend On

- Order of rules
- Contents of the rulelist
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- Contents of the wordlist
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- Order of rules
- Contents of the rulelist
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Rule Ordering

- Should the rules be in a different order?

1. Append “1”
2. Replace “a” → “4”
3. Lowercase all

1. Replace “a” → “4”
2. Lowercase all
3. Append “1”
Rule Ordering

- Should the rules be in a different order?
- Key idea: Order by # cracks per guess

1. Append “1”
2. Replace “a” → “4”
3. Lowercase all

1. Replace “a” → “4”
2. Lowercase all
3. Append “1”
Rule Ordering Results

![Graph showing percentage of rules cracked against total number of guesses. The x-axis represents the total number of guesses in the range of $10^7$ to $10^{13}$, and the y-axis represents the percent cracked in the range of 40% to 80%. The graph shows a stepwise increase in the percentage of rules cracked as more guesses are made, with a label indicating "Original." ]
Rule Ordering Results

Graph showing the percent cracked against the total number of guesses for two datasets: Ideal and Original.
Rule Ordering Results

Percent Cracked vs Total # of Guesses graph showing three lines:
- Ideal
- Data-driven
- Original
Word Completeness

- Should other words be in the wordlist?
- Key idea: Add frequent preimage “misses”

Preimages: Oakland

Rulelist:
1. Append “1”
2. Replace “a” → “4”
3. Lowercase all

Oakland1
O@kl@nd
oakland
Word Completeness (Sample Results)

<table>
<thead>
<tr>
<th>Category</th>
<th>Examples</th>
</tr>
</thead>
<tbody>
<tr>
<td>Set-specific</td>
<td>bfheros; ilovmyneopets”””</td>
</tr>
</tbody>
</table>
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<tbody>
<tr>
<td>Set-specific</td>
<td>bfheros; ilovmyneopets&quot;&quot;&quot;&quot;</td>
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<td>MaSterBrain; la la la</td>
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## Word Completeness (Sample Results)

<table>
<thead>
<tr>
<th>Category</th>
<th>Examples</th>
</tr>
</thead>
<tbody>
<tr>
<td>Set-specific</td>
<td>bfheros; ilovmyneopets””””</td>
</tr>
<tr>
<td>Meaningful</td>
<td>MaSterBrain; la la la</td>
</tr>
<tr>
<td>Short strings</td>
<td>a2; a23; 7a; b2; q2</td>
</tr>
</tbody>
</table>
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