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... And registers!

- Array
- Spilled Argument
- Private Local
- Saved Register
- Pass-by-reference
- Return Addr
- Address-taken Local
- Old Activation Frame
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- Complex
- Formalizable
- Lazy Enforcement

+hardware
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\[ P(C,R,t_1,t_2) \] where

\[ C \rightarrow \text{Call} \]

\[ \downarrow t_1 \]

\[ \text{Return} \]

\[ \downarrow t_2 \]

\[ R \]
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P \((C,R,t_1,t_2)\) where

Or:
\((C,R,t_1,t_2) \mathrel{R} (C',R',t_1',t_2')\)
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Options:
- Pass-by-reference
- Callee-save Registers
- Tailcalls

... etc.
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∀ C R k . k ∈ sealed(C) → C[k] = R[k]
Caller Integrity

∀ C R k : k ∈ sealed(C) → C[k] = R[k]
Caller Confidentiality = Non-interference

\[
\forall C \quad r_0
\]

\[
C \quad 0 \quad 5 \quad \text{(yellow box)}
\]
∀ \text{C C'} . (k \in \text{sealed}(C) \lor C[k] = C'[k]) \rightarrow
Caller Confidentiality = Non-interference

∀ C C' . C ~ C' →
Caller Confidentiality = Non-interference

\[ \forall C, C', R, R'. C \sim C' \rightarrow C \xrightarrow{t} R \rightarrow C' \xrightarrow{t'} R' \rightarrow \]
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**Caller Confidentiality = Non-interference**

\[ \forall C, C', R, R'. \ C \sim C' \rightarrow C \xrightarrow{t} * R \rightarrow C' \xrightarrow{t'} * R' \rightarrow t \approx t' \]
Caller Confidentiality = Non-interference

∀ C C' R R'. C ~ C' → C \xrightarrow{t} * R → C' \xrightarrow{t'} * R' →

\( t \approx t' \land (\forall k. C[k] \neq R[k] \lor C'[k] \neq R'[k] \rightarrow R[k] = R'[k]) \)
Caller Confidentiality = Non-interference

∀ C C' R R'. C ~ C' → C \xrightarrow{t} * R → C' \xrightarrow{t'} * R' →$

\begin{align*}
t & \approx t' \land (\forall k. \text{consistent}(C, C', R, R', k))
\end{align*}
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inst → Micro-policy

fail
Lazy Depth Isolation
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Lazy Depth Isolation

\[\text{store} \quad \text{loc} \quad \text{Micro-policy} \quad \text{load} \quad \text{loc} \quad \text{Micro-policy} \quad \text{fail}\]

\[\begin{array}{c}
\text{unclaimed} \quad \text{depth 0} \quad \text{depth 1} \quad \text{return address}
\end{array}\]

Roessler and DeHon, 2018
Protecting the Stack with Metadata Policies and Tagged Hardware
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* if the location is relevant

Confidentiality Violation*

Integrity Violation*

$5 \neq 42$

$C \overset{r_0}{\rightarrow} C'$

$R \overset{1}{\rightarrow} R'$

$t \approx t'$

$t \approx t'$

$t_2 \neq t_2'$

$t_2 \neq t_2'$
Properties, Observationally

\[ \text{irrelevant}(R, K) \triangleq \forall R'. (\forall k \notin K . C[k] = C'[k]) \to \]

\[ R \xrightarrow{t} * \perp \to R' \xrightarrow{t'} * \perp \to \]

\[ t \approx t' \]

\text{Caller Integrity} \triangleq \forall C R k . k : \text{sealed}(C) \to \text{irrelevant}(R, \{ k | C[k] \neq R[k] \})

\text{Caller Confidentiality} \triangleq \forall C C' R R'. C \sim C' \to C \xrightarrow{t} * R \xrightarrow{t'}* R' \to \]

\[ t \approx t' \land \text{irrelevant}(R, \{ k | \neg \text{consistent}(C, C', R, R', k) \}) \]}
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- Security-relevant Operations
- Security Context
- Hyperproperties

Steps:
- Update
- Inform
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Security-relevant Operations → Update → Security Context → Inform → Hyperproperties

- Call
- Tailcall
- Return
- Alloc
- Dealloc
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- **Security-relevant Operations**
  - Call
  - Tailcall
  - Return
  - Alloc
  - Dealloc

- **Update**

- **Security Context**
  - WBCF
    - Integrity
    - Confidentiality
  - Abstract stack mapping memory, registers to:
    - Public
    - Free
    - Active
    - Sealed

- **Inform**

- **Hyperproperties**

Given security context at call:
Language Features

- Callee-save Registers
- Pass-by-reference
- "Public" (address-taken) variables
- Arguments Spilled to Memory
- Tailcalls
- Memory Shared by Capability

Ongoing Work:
- Exceptions
- Concurrency
Property-based Testing w/ QuickChick
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Property-based Testing w/ QuickChick

Random Program + {
  (Eager) Depth Isolation
  Depth Isolation w/ Lazy Tagging
  “Activation Isolation” w/ Lazy Tagging
  Injected Bugs
}

Integrity Test
Conf. Test

X/?  X/?
Future Work

- Testing Other Mechanisms
  - Cerise, CHERI-based calling convention
  - Software bounds checking
- Expanding model
  - Exceptions
  - Concurrency
- Mechanized Proofs
Summary

- Theory of Stack Safety: Integrity, Confidentiality, and/or WBCF
- Security Semantics: useful factorization over language features
- Observation-based properties to describe sophisticated enforcement mechanism
- Testing identifies flawed micro-policies